Quiz on Chapter 6

**Question 1:**

Programs written for a graphical user interface have to deal with "events." Explain what is meant by the term *event.* Give at least two different examples of events, and discuss how a program might respond to those events.

**Answer:**

An event is anything that can occur asynchronously, not under the control of the program, to which the program might want to respond. GUI programs are said to be "event-driven" because for the most part, such programs simply wait for events and respond to them when they occur. In many (but not all) cases, an event is the result of a user action, such as when the user clicks the mouse button, types a character, or clicks a button. The program might respond to a mouse-click on a canvas by drawing a shape, to a typed character by adding the character to an input box, or to a click on a button by clearing a drawing. More generally, a programmer can set up any desired response to an event by writing an event-handling routine for that event.

**Question 2:**

A central concept in JavaFX is the *scene graph*? What is a scene graph?

**Answer:**

A scene graph is a hierarchical data structure that represents the contents of a window. The scene graph is made up of "nodes" that represent visible components in the window, such as buttons and text-input boxes. Some of the nodes are "containers," which can contain other nodes. The GUI in a window is created by building a scene graph for window and setting the "root," or top, node of the scene graph to be the root of the window's scene.

**Question 3:**

JavaFX has standard classes called *Canvas* and *GraphicsContext*. Explain the purpose of these classes.

**Answer:**

A *Canvas* is a scene graph node that represents a drawing surface where a program can draw pictures. A canvas has an associated *GraphicsContext* that is used to do the drawing. The graphics context has instance methods for drawing shapes, such as lines and rectangles, on the associated canvas. It can also draw text and images. The graphics context also has properties that affect the appearance of the things it draws, such as the font that is used for text and the colors that are used for stroking and filling shapes.

**Question 4:**

Suppose that canvas is a variable of type *Canvas*. Write a code segment that will draw a green square centered inside a red circle on the canvas, as illustrated.

![(Picture of Circle in Square)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGQAAABkCAIAAAD/gAIDAAAAA3NCSVQICAjb4U/gAAAAGXRFWHRTb2Z0d2FyZQBnbm9tZS1zY3JlZW5zaG907wO/PgAABQBJREFUeJztnbFr20wYh1+XGzxo6JASDypk0OBSQzN68OAhg6GBGOoxg4eMGTN26JA/oGOGDB4ytmCDCxkMpqRbCm0xxR0MLjSQBBdcSMEFG37fYJPPkCLde7rzSek9vJtl6/09WMpZOl2IHNJkiAiA7TZSQCaTeWC7hzThZDFwshg4WQycLAZOFgMni4GTxUDY3Pnv3zQY0PU1XV3R9+90dfV/EZHvUy63KN8n36f1dQoCymZt9WtjBP/zJ7Va1G7T6Sn9+cN7r+dRtUqVCu3skOeZ6e/vZDKZFcoaDKjVomaTPnzQ8GlCULlMtRo9f06+r+EDo5i7Ipim2UShACJTVSqh2zUdYuHM4B66XRSLBjUtV6WCT5/MRTEpq99HtboiTbclBOp1/PhhIpAZWZeXqNchxKpN3VY2i4MDjMd6YxmQ1e0il7OmabmCAL2exmS6ZR0f2/xC3S3PQ7utK5w+WdMp9vft27lbQuDwUENAbbLGY2xt2fcSUru7mEwSIKvfRz5vX0dkFYu4vLQqazRCENgXIe8rxvcrnqzpFOWyfQWs2t21JGtvz354hVI938eQdXRkP7ZaCaE2nlCV1ekkazzFLc9TGK8qyRoOsbZmP3DMCgLu7yElWbWa/aha6uDAsKzzc/shdVU2y7o+wZfFGSvY0sDYtl43JqvdZrWdAllCyF8v5MiaTrmXhlMgiwiVigFZjQa37XTIIpK8fs+R5fv3VlappFXW2ZlC26mRRSTzZ5Fkb9+/eye1WXqRCygn682bWK0kH7mAEnekv32jJ08UGsiEfqo5kOG/Rwgaj8PnA8hNwH37lr/ztDGbUasVuZWErNNTDd0kH4mYUYfhxQU9fqy29zQdhkTkeTQahcxnkjgMv3xR2nMKmU8WCyVK1nxe2T/C9XX461GyLi60tZJ8osI6WUvElfVPHYZRYZ2sJZwsBnFluXPWEu6hgSVms/DXo2TlctpaST5RU8SdrCWiwjpZSzhZDOLK2tjQ1UkKiArrvllLuMOQwfp6+OtRsp4+1dZKwslmKQjCN4mSFQS0uamtoSRTqUQ+wCgxgt/e1tNNwpGMGXErVnVOVpruSBNhNNJ0+54/0SFlsiSmO5DsD+lqVeWLnSLkAjpZRES0syOzldwD5bMZPXpEv36xGkjNfcNCgXq9yK2k188Sgl69YraQHg4PGRtHn+ABTCbY2LiHJ/hiUSo+ewIuc6ZkOmRJr3HAlAVgc/NeyapW5aPzZXU6lgwYKCHQ75uUBd5zA4kuzhMDqrJ6PXie/agxK5fjPgWsJAvAyYn9tHFKCIW1a1RlAXj50n5m5To+VkgcQxaA7W37sRVqf18tbjxZNzdmF3oyUVtbmE5tyAIwHCZl5RmZyufjrOYTWxaAs7N0+AoC1qjKjCwAw2HSj8dyOfJC6KpkAbi5Se75fm9P+Ty1jD5Zc5I2nhACR0e6wumWBeDkJCnj+7U1dDoakxmQBaDXs//7sVbDcKg3lhlZczod1vUcbVUu4/zcRCCTsuY0Gtzrq+pVKGhctO4u5mUBmEzw+jUePjSoyffRaGj5kxcCrW5t5dmM3r+nZpOaTW0zoINgsVxwqaTnA0NZ7drKt3z8uFiI+vNnlbeXSlSp0IsXlM/r7iwMS7JuGQzo69fFmuYyS5zncvTs2WqWnb6LbVmpwv2TIh5OFgMni4GTxcDJYuBkMXCyGDhZDjP8B5RXvkChmyc3AAAAAElFTkSuQmCC)

**Answer:**

Note: The size of the square and circle are not specified in the problem, so any size would be acceptable, as long as the square is in the exact middle of the circle. My solution draws the shapes in a 100-by-100 pixel canvas, leaving a 10-pixel space around the edges. It does not draw the white background, only the shapes.

To draw on the canvas, you need to use the canvas's *GraphicsContext*. Since it's not given in the problem, you have to get the graphics context by calling canvas.getGraphicsContext2D(). If g is the graphics context, then the methods for drawing the interior of circle and square are g.fillOval(x,y,w,h) and g.fillRect(x,y,w,h). (There are no special methods for drawing circles and squares; you have to draw ovals and rectangles, using the same value for the width and for the height.) The graphics context's setFill() has to be called before filling each shape, to set the color for the shape.

GraphicsContext g = canvas.getGraphicsContext2D();

g.setFill(Color.RED); // draw the shapes

g.fillOval(10,10,80,80);

g.setFill(Color.GREEN);

g.fillRect(30,30,40,40);

**Question 5:**

Draw the picture that will be produced by the following for loop, where g is a variable of type *GraphicsContext*:

for (int i=10; i <= 210; i = i + 50) {

for (int j = 10; j <= 210; j = j + 50) {

g.strokeLine(i,10,j,60);

}

}

**Answer:**

The outer loop is executed for values of i equal to 10, 60, 110, 160, and 210. For **each** of these values, the inner loop is executed for j equal to 10, 60, 110, 160, and 210. The strokeLine command is therefore executed 25 times—and so, 25 different lines are drawn. These lines connect the five points (10,10), (60,10), (110,10), (160,10), and (210,10) to the five points (10,60), (60,60), (110,60), (160,60), and (210,60) in all possible pairings. Here is the picture:

![(25 criss-crossed lines)](data:image/png;base64,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)

**Question 6:**

JavaFX has a standard class called *MouseEvent*. What is the purpose of this class? What does an object of type *MouseEvent* do?

**Answer:**

When an event occurs, the system packages information about the event into an object. That object is passed as a parameter to the event-handling routine. Different types of events are represented by different classes of objects. An object of type *MouseEvent* represents an event that was generated because the user moved the mouse or manipulated its buttons. It contains information about the location of the mouse cursor and any modifier keys that the user is holding down. This information can be obtained by calling the instance methods of the object. For example, if evt is a *MouseEvent* object, then evt.getX() is the x-coordinate of the mouse cursor, and evt.isShiftDown() is a boolean value that tells you whether the user was holding down the Shift key.

**Question 7:**

Explain the difference between a KeyPressed event and a KeyTyped event.

**Answer:**

KeyPressed and KeyTyped events are generated when the user uses the keyboard, and both kinds of event are represented by event objects of type *KeyEvent*. But a KeyPressed event occurs each time the user presses a key, and a KeyTyped event occurs each time the user's typing generates a character. It might take several key presses (and maybe key releases) to type a single character.

In more detail: A KeyPressed event is generated every time the user depresses one of the keys on a keyboard, even if doing so does not type a character. For example, pressing the shift key generates a KeyPressed event, even though the shift key, by itself, does not type anything. The corresponding *KeyEvent* object contains a code (such as KeyCode.SHIFT for the shift key) that tells which key was pressed. As the user types, a KeyTyped event is generated each time the user's typing generates a character. The KeyTyped event is in addition to any KeyPressed and KeyReleased events that were generated. The *KeyEvent* object for a KeyTyped event has a property of type *String* that contains the character that was typed.

**Question 8:**

Explain how *AnimationTimers* are used to do animation.

**Answer:**

Displaying an animation requires showing a sequence of frames. The frames are shown one after the other, with a short delay between each frame and the next. An *AnimationTimer* has an instance method, handle(), that is called repeatedly while the animation is running. That method can update any state variables that need to change between frames, and it can draw a picture for the current frame. To use an *AnimationTimer* you need to create a subclass of *AnimationTimer* and provide a definition for the handle() method. You need to create a variable, say timer, from that subclass, and call timer.start() to start the animation running. (You can call timer.stop() to stop the animation.)

**Question 9:**

What is a *CheckBox* and how is it used? How does it differ from a *RadioButton*?

**Answer:**

A *CheckBox* is a component that has two possible states, "selected" and "not selected". The user can change the state by clicking on the *CheckBox*. If box is a variable of type *CheckBox*, then a program can set the state of the box to "selected" by calling box.setSelected(true) and can deselect the box by calling box.setSelected(false). The current state can be determined by calling box.isSelected(), which is a boolean-valued function. A *CheckBox* generates an event of type ActionEvent when the user changes its state. A program can listen for these events if it wants to take some action at the time the state changes. Often, however, it's enough for a program simply to look at the state of the *CheckBox* when it needs it.

A *RadioButton* is very similar and can be used in the same way. The difference is that a *RadioButton* can be added to a *ToggleGroup*. The toggle group will ensure that only one radio button in the group can be selected at a given time. When the user selects a radio button in the group, the previously selected button is automatically deselected.

**Question 10:**

What is meant by *layout* of GUI components? Explain briefly how layout is done in JavaFX.

**Answer:**

Layout means setting the sizes and the locations of the visible components in a window. In JavaFX, most components are in "containers", such as *VBox* or *BorderPane*, and it is the responsibility of the container to lay out the components that it contains. The programmer simply adds the components to the container (when building the scene graph). Different types of container implement different policies for laying other their content. Some containers leave some or all of the layout decisions to the programmer, and it is also possible for the program to take over the layout of a component completely by making that component "unmanaged."

**Question 11:**

How does a *BorderPane* arrange the components that it contains?

**Answer:**

A *BorderPane* can contain up to five components. One component occupies the center of the pane while the other components, if present, are placed above, below, to the left and to the right of the center. (The position of a component, c, is specified when it is added to the pane, using one of the commands pane.setCenter(c), pane.setTop(c), pane.setBottopm(c), pane.setLeft(c), or pane.setRight(c).)

The top and bottom components will be given their preferred heights; their widths will be set to fill the entire width of the pane (if that width is not greater than the component's maximum width). The left and right components will be shown at their preferred widths, and their height will be set to fill the height of the pane, minus the space occupied by the top and bottom components. The remaining space in the pane is used for the center component.

**Question 12:**

How is the *preferred size* of a component set, and how is it used?

**Answer:**

Standard components such as *Button* and *Label* are responsible for computing their own preferred size. A label, for example, has a preferred size that is just large enough to show the text and/or graphic on the label. The preferred size of a container is also usually computed by the container, based on the preferred sizes of the components that it contains. But is also possible for a program to set the preferred sizes of most components by calling the methods comp.setPrefWidth(w) and comp.setPrefHeight(h), and those values will be used instead of a computed size. (There is also a method comp.setPrefSize(w,h).)

A container uses the preferred sizes of all the components in the container when it decides how to lay out those components. It also uses the components' preferred sizes if it needs to compute its own preferred size.

(Note that the preferred size is only preferred; it is not necessarily the size at which the component will appear on the screen. The actual size can depend on how container it is in does layout, the position of the component in the layout, the size of the container, and the preferred sizes of other components in the container.)